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ABSTRACT
Protecting the intellectual property (IP) of integrated circuit (IC)
design is becoming a significant concern of fab-less semiconduc-
tor design houses. Malicious actors can access the chip design at
any stage, reverse engineer the functionality, and create illegal
copies. On the one hand, defenders are crafting more and more
solutions to hide the critical portions of the circuit. On the other
hand, attackers are designing more and more powerful tools to
extract useful information from the design and reverse engineer the
functionality, especially when they can get access to working chips.
In this context, the use of custom reconfigurable fabrics has re-
cently been investigated for hardware IP protection. This paper will
discuss recent trends in hardware obfuscation with embedded FP-
GAs, focusing also on the open challenges that must be necessarily
addressed for making this solution viable.

1 INTRODUCTION
Interest in hardware intellectual property (IP) protection is increas-
ing as governments now consider integrated circuits (IC) as critical
goods for national and economic security [16]. While macroeco-
nomic regions are developing plans to increase their manufacturing
capabilities in the next decade [2], the present-day supply chain is
still distributed acrossmultiple companies across different countries,
thus exposing IPs to established security threats: overproduction,
counterfeiting, andmaliciousmodifications [28]. A common denom-
inator of these threats is reverse engineering. For this reason, many
techniques for IP protection work by increasing the complexity of
IC reverse engineering.

A well-known technique to protect against reverse engineering
is logic locking. First proposed in [29], logic locking is a family
of obfuscation techniques that works by introducing additional
logic to the design. Such logic is dependent on and controlled by a
new locking key input. The obfuscated design will work with the
correct functionality if, and only if, the correct key is provided. In
this way, the design can be sent for fabrication, test, and assembly,
without exposing the key. The key will be loaded into a tamper-
proof memory onlywhen the chip returns to the design house. Logic
locking has been proposed at different abstraction levels ranging
from gate level [29, 39] up to register-transfer level (RTL) [13, 25]
and even high-level synthesis (HLS) [23, 27, 40]. Logic locking
introduces the concept of “equally-plausible” configurations to hide
the correct one with others that the attacker cannot rule out without

having any prior knowledge about the design. With an 𝑁 -bit key, it
aims at creating 2𝑛 possible IC “configurations”. In [8], the authors
propose an interesting approach for hardware IP protection that
replaces portions of the combinational logic with look-up tables
based on the same concepts.

A Field-Programmable Gate Array (FPGA) is a programmable
circuit that can be configured to implement different functionalities
through a configuration binary called the bitstream. Designers can
change the functionality by simply loading a new bitstream. FPGAs
are usually manufactured on a dedicated chip and are sometimes
paired with a micro-controller on printed circuit boards (PCBs).
Embedded FPGAs (eFPGA) are FPGAs that are physically embedded
within the same chip alongside other components or IP blocks.
Embedding the FPGA into the same chip can bring significant
benefits in terms of power, performance, and costs.

When manufacturing a chip with an embedded FPGA, only the
final user knows how the eFPGA will be programmed. Thus, de-
signers can use this approach for IP protection. They can select
parts of the design and replace them with an eFPGA. During manu-
facturing, the attacker would not have any idea of the functionality
that will be implemented, while the correct one can be simply pro-
grammed into the eFPGA before its use. This technique is called
eFPGA redaction [11, 17, 22]. An example is shown in Figure 1.

eFPGA redaction takes the notion of equally-plausible configu-
rations of logic locking to an extreme by completely replacing the
logic to be protected with an eFPGA of which the correct configu-
ration is known only by the designers. In this case, the “secret” key
is the bitstream that configures the eFPGA. This technique is gener-
ally applied at RTL as the eFPGA tools take as input RTL modules
to synthesize and create the eFPGA. For example, in [14], authors
propose a redaction flow starting from HLS. Embedding an FPGA
netlist into an ASIC design introduces high overheads in terms of
area, power, and delay. For this reason, eFPGA redaction is only ap-
plied to sensible portions of the design, keeping the rest of the logic
intact. In [6], the use of mix of static ASIC cells and configurable
interconnects, called eASIC, is proposed to reduce the overhead and
allow the obfuscation of bigger designs. In practice, eASIC offers
a good security level only when the obfuscation is close to 100%
which is when the design is fully reconfigurable, similarly to an
FPGA design. Another approach for reducing the overheads was
investigated by [33] using Field Programmable Transistor arrays
(FPTA) instead of FPGA. While FPTAs promise less overhead, all
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eFPGA
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Figure 1: eFPGA redaction removes a module from the origi-
nal design and substitutes it with an embedded FPGA that
will be programmed after fabrication.

other challenges are the same, while the support for FTPA is not as
mature as the FPGA.

Designers need to choose FPGA fabric parameters and the mod-
ules to be redacted. These decisions play a significant role when
it comes to overhead and security. To provide insights into the
challenges and research opportunities for eFPGA redaction, this
paper is organized as follows.

Section 2 introduces the threat models and attacks against eF-
PGA redaction that are usually considered in the literature. Section
3 presents the main challenges that designers need to face when
applying eFPGA redaction. We show the fabric provider alterna-
tives, including both commercial and open source solutions, how
fabric parameters affect both security and overhead, the challenge
of choosing the design portions to be redacted, and the final in-
tegration challenges. Section 4 presents an analysis of the works
that focused on applying eFPGA redaction. Section 5 reports the
experience of the CSAW Logic Locking Conquest in 2021, when the
challenge was focused on eFPGA redaction. We discuss the best
attack approaches identified by the red teams. Section 6 summarizes
the open research opportunities in the field, highlighting potential
future directions of work.

2 THREAT MODELS AND ATTACKS
2.1 Threat Models
The threat models considered for eFPGA redaction are the classical
threat models considered also for hardware obfuscation and, in
particular, for logic locking. They revolve around the concept of an
oracle. In this context, an oracle is a chip that performs the correct
functionality[30]. The scan chain also plays a role in the threat
models, especially for FPGA designs. In particular, the scan chain
is a testing interface that allows one to read and write values into

registers. In the case of eFPGA, scan chains could be used to inspect
I/O pins of the reconfigurable fabric.

In an oracle-less threat model, we assume that attackers have
access only to the obfuscated netlist. Amalicious foundry can obtain
the obfuscated netlist by reverse engineering the GDSII layout files.
This is a plausible threat model for low-volume applications where
it is safe to assume that attackers cannot access a working chip.

In an oracle-guided threatmodel, we assume that the attackers
can access an oracle chip in addition to the obfuscated netlist. The
oracle can have full, partial, or no scan chain access. This threat
model is plausible for all mass-produced chips for which we can
assume that attackers can access working chips to analyze the I/O
relationships. Depending on the presence of the scan access, the
complexity of the attacks varies a lot. Full scan access allows the
attackers to query input/output pairs at each combinational logic
cone, reducing the problem into many smaller problems. When
full scan access is not available, the obfuscated circuit becomes
sequential. Attacks on sequential circuits are more complex. Scan
access could be limited by physically connecting fewer registers to
the scan chain or by the use of scan-limiting techniques such as
[21]. A similar approach in [20] fortifies RTL locking.

2.2 Oracle-less Attacks
Many oracle-less attacks have been proposed for logic locking.
These attacks can only infer information from the obfuscated netlist.
Modern attacks are based on machine learning [35] and require
logic locking methods to create “balanced” designs that avoid struc-
tural biases which are used to recover the correct functionality [34].
Since eFPGA redaction completely removes the logic that is being
obfuscated and replaces it with generic configurable blocks, the
only part of the design that can leak information is around the eF-
PGA. To the best of our knowledge, there are not yet any oracle-less
attacks specifically aimed at eFPGA redaction.

2.3 Oracle-guided Attacks
In the oracle-guided threat model, eFPGA redaction has been first
evaluated against state-of-the-art SAT attacks, a powerful attack
against logic locking [36]. It works by identifying distinguishing
input patterns (DIP) through an SAT solver. DIPs are input patterns
for which at least two keys will yield a different value. This is pow-
erful because giving as input a DIP to the oracle allows one to rule
out incorrect keys. In most cases, applying a DIP allows attackers
to rule out several keys because many keys can be equivalent to
each other and thus ruled out simultaneously [36]. Many variations
of the SAT attack have been proposed through the years. The most
relevant are the attacks that can handle also the combinational cy-
cles, which are present in eFPGA fabrics. For example, CycSAT [41]
solves the problem of cycles by assuming that the correct circuit
will not have combinational cycles and adds constraints to the SAT
solver to guarantee this condition. BeSAT [32] works by pruning
out the keys that create stateful cycles. IcySAT [31] identifies a
subset of feedback nets that make the netlist acyclic when removed.
It then unrolls the netlist on those nets to obtain an acyclic circuit
on which a classic SAT attack can be executed.

These attacks require full scan chain access. If scan chain access
is limited, it may be possible to use the technique proposed in [18]

2



Reconfigurable Logic for Hardware IP Protection: Opportunities and Challenges ICCAD ’22, October 30–November 3, 2022, San Diego, CA, USA

to perform SAT attacks on sequential circuits. The technique works
by unrolling sequential loops to obtain a combinational netlist.
Since unrolling an eFPGA fabric significantly increases the amount
of logic to be analyzed, it is likely that this attack would become
unfeasible. However, to the best of our knowledge, this problem
has not been investigated in detail.

A novel attack specifically aimed at breaking eFPGA redaction
was proposed in [15]. The attack works by sampling input, output,
and latency triplets from the oracle netlist on some samples and
then using this information to create a function that would fit on
the eFPGA fabric. On one hand, this attack requires scan access only
to the interface of the eFPGA and not to its internal registers. On
the other hand, this approach allows the attacker to retrieve only a
partial functionality since it is unpractical to query an exhaustive
number of samples.

3 CHALLENGES
3.1 Commercial vs. Open-Source (e)FPGAs
To date, there are limited options for eFPGA fabrics, so the first
challenge is to identify a suitable fabric provider and the associated
tool flow. It is also important to understandwhether the FPGA fabric
can be customized, i.e., it is possible to create instances by varying
the FPGA fabric parameters (e.g., number of inputs and outputs of
the configurable blocks, size of them multiplexers, etc.) Looking at
commercial solutions for eFPGA fabrics, we identified Flex logix [3],
Menta eFPGA [4], Achronix [1], and QuickLogic [5]. For open-
source solutions, we can find OpenFPGA [37] and FABulous [19].

Flex Logix aims for high-performance fabrics for large IPs, where
the smallest building block counts over a thousand LUTs. So, it is
not feasible to redact small portions of the designs. Menta eFPGA
offers solutions that range from hundreds to tens of thousands of
LUT, along with optional SRAMs and DSPs. The company mentions
IP security among its objectives. Achronix provides both traditional
and embedded FPGAs. The architecture of the basic blocks can-
not be customized. They seem to offer from 10k LUTs to millions
of LUTs solutions, which do not seem practical for eFPGA redac-
tion. QuickLogic offers an eFPGA IP generator that is based on
the open-source OpenFPGA project. Rapid Silicon also builds upon
OpenFPGA, offering a system-on-chip with eFPGA fabric and an
EDA environment for development.

OpenFPGA is a mature framework for rapidly prototyping cus-
tomizable FPGA architectures [37]. OpenFPGA allows the cus-
tomization of the FPGA fabric, where the parameters are specified
through an XML file. It can also be used for eFPGAs and eFPGA
redaction, as shown in [11]. OpenFPGA was not initially created
for eFPGAs. So it requires additional steps to integrate the newly-
created FPGA into the original design. However, this process can
be automated, as shown in [38] for eFPGA redaction.

FABulous [19] is a novel framework that simplifies the use of
eFPGAs. It also allows for the customization of eFPGA fabrics and
covers the whole flow. Since it is in early development stages, the
documentation lacks some details and the flow does not appear to
be fully automated yet. Table 1 summarizes the characteristics of
the different eFPGA providers.

Table 1: Summary of eFPGA providers

Tool LUT # Customizable
LB Architecture DS-blocks

Flex Logix 1k-500k ✗ MAC, BRAM
Menta eFPGA 100-200k ✗ DSP, RAM
Achronix 1k-1m ✗ DSP, MLP, LRAM, BRAM
QuickLogic * ✓ DSP, BRAM
Rapid Silicon * *
OpenFPGA 100-1m ✓ DSP, Memory
FABulous 100-1m ✓

* details were not clear to the authors at the time of writing

3.2 eFPGA Fabric Configuration
Another important challenge is the selection of the fabric configu-
ration. Indeed, the choice of the eFPGA fabric parameters plays a
major role in terms of security, as they determine the complexity
of the fabric, the “capacity” of the fabric (i.e., the scope of function-
ality that the fabric can implement), and its bitstream length. For
example, OpenFPGA offers a tile-based architecture composed of
I/O tiles, Connection Blocks, and Configurable Logic Blocks (CLB).
The tiles are arranged into a grid. The outer layer is composed of
I/O tiles with missing tiles in the angles. Figure 2 illustrates the tile
architecture of OpenFPGA.

I/O Tile

Figure 2: Tile architecture of of a 5x5 FPGA from OpenFPGA

A CLB is composed of 𝑁 Basic Logic Elements (BLE), each of
them implementing a primitive logic function through a Look-
Up Table (LUT), a Flip-Flop (FF), and a 2-input multiplexer. The
numbers of BLEs (𝑁 ), the size of LUTs (𝐾 ), and the number of inputs
to the CLB (𝐼 ) are parameters that can be specified to customize the
fabric architecture. Figure 3 shows a simplified scheme of a CLB
and BLE from OpenFPGA [10, 37].
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Figure 3: Simplified architectures of Configurable Logic Block
and Basic Logic Element.

3.3 eFPGA Parameters and Security
The different parameters determine the programmability of the fab-
ric and, thus, the overall bitstream size. Note that only considering
the bitstream (key) size is not appropriate as a security metric (in
the context of an oracle-guided attack). Indeed, as shown in [10],
the different programmable parts of a fabric (e.g., routing configu-
ration, LUT contents) affect SAT attack resistance in different ways.
In the same work, the authors studied how security and overheads
change when varying 𝑁 and 𝐾 , while 𝐼 was defined as 𝐼 = 𝐾 (𝑁+1)

2
since this value was able to yield good Power, Performance, Area
(PPA) metrics [7]. This work also shows that 𝑁 (i.e., the number of
BLEs) increases the complexity of the cyclic networks, hardening
SAT resilience more than 𝐾 (e.g., the LUT size). It must be noted
that 𝐾 also increases SAT resilience. Another important is that also
resource utilization of the eFPGA fabric plays a role in terms of
security. Indeed, since the fabric is customized for the specific mod-
ules to be redacted, eFPGAs with low utilization will contain large
portions of the logic that are optimized. This effect may result in a
simplification of the corresponding SAT attacks. On the contrary,
highly-utilized eFPGAs will result in large bitstreams to be recov-
ered without any simplification that may help the attacker. The
existing study only focused on the parameters 𝑁 and 𝐾 , leaving
unexplored the effects of the parameters for connecting blocks and
global routing.

3.4 Module Selection
When applying eFPGA redaction, it is important to carefully select
which module(s) should be “moved” to the eFPGA based not only
on the designer’s security objectives but also on the PPA effects.
In the context of naive oracle-guided SAT attacks, the nature of
the redacted module was shown not to play a large role in terms
of resistance [11]. This key observation allows designers to freely
choose the parts of the IC to be redacted. However, most of the
times, it is not possible to redact the entire IP module as the re-
sulting overhead would be too high. In addition, some parts of the
IP may not be worth being protected as they implement public or
well-known functions (i.e., I/O management and synchronization).

ALICE [38] is a framework proposed to address this challenge. It
automatically identifies a set of modules that satisfy overhead re-
quirements while maximizing I/O utilization. To make sure that the
redacted modules are worth being protected, ALICE requires the
designers to specify which outputs are relevant to be “obfuscated”.
It then identifies which modules affect those signals and flags them
as security relevant.

3.5 eFPGA Integration
Once the modules to be redacted are defined and the corresponding
eFPGA fabric is created, designers need to integrate it with the rest
of the chip, routing to/from it the signals used by the redacted mod-
ules. The integration of the obtained eFPGA varies depending on
the tool used to create the eFPGA. When using an eFPGA-specific
tool like FABulous, this process is done by the tool. This also means
that the designer has limited control over this process. When using
a more generic FPGA customization tool (e.g., OpenFPGA), this
process is left to the designer. Depending on the number of redacted
submodules, this process can offer different alternatives. In general,
the eFPGA is instantiated in the top module and signals must be
rerouted. Using clever approaches, like the one proposed in [38]
that is based on the concept of dominator trees, reduces the signal
propagation and, in turn, routing issues. The same approach has
been used in HLS to allocate internal memories closer to the mod-
ules where they are accessed [26]. However, the trade-off between
security and overhead effects has not been investigated yet.

3.6 Security Validation
There have been many attacks for logic locking techniques [12].
While researchers started to formalize notions of logic locking, in-
cluding redaction, only recently [9], scrutiny of eFPGA redaction
is still in its infancy. Currently, the security of eFPGA redacted
modules is evaluated with the same approaches used for logic lock-
ing, aiming at recovering the bitstream especially with SAT attacks.
Thus, a definitive evaluation of the security of a given integration
between module and fabric remains an open challenge. Progress
towards this challenge would also foster the development of design
space exploration to trade off security and integration costs (i.e.,
the added resources needed for the fabric, impacts on timing, etc.).

4 EXISTING REDACTION APPROACHES
In [17], authors explored eFPGA redaction using a predefined and
fixed eFPGA. This is compatible to taking an eFPGA from a vendor
listed in Section 3.1. This approach showed the feasibility of an
HLS flow supporting pragmas to select the portions of designs to
be redacted on an eFPGA provided by the designer. The limitations
of this work were in the manual work for the designer to select the
parts to be redacted and provide a proper eFPGA fabric.

In [22], the authors advanced the work in eFPGA redaction by
providing a tool based on Chisel HDL to generate a custom eFPGA
fabric fitted for the redacted logic. Another work proposed the use
of OpenFPGA to obtain the fitting FPGA to be used for eFPGA
redaction [11] . Both works evaluated the security of the obfuscated
solutions applying the state-of-the-art cyclic SAT attacksmentioned
in Section 2, showing good resilience. Common challenges for both
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Table 2: Summary of eFPGA architecture provided

instance #clbs #clbluts #lutins #luts instance #clbs #clbluts #lutins #luts

set1_1 4 2 3 8 set3_1 4 2 5 8
set1_2 4 3 3 12 set3_2 4 3 5 12
set1_3 4 4 3 16 set3_3 4 4 5 16
set1_4 4 5 3 20 set3_4 4 5 5 20
set1_5 4 6 3 24 set3_5 4 6 5 24
set1_6 4 7 3 28 set3_6 4 7 5 28
set1_7 4 8 3 32 set3_7 4 8 5 32
set2_1 4 2 4 8 set4_1 4 2 6 8
set2_2 4 3 4 12 set4_2 4 3 6 12
set2_3 4 4 4 16 set4_3 4 4 6 16
set2_4 4 5 4 20 set4_4 4 5 6 20
set2_5 4 6 4 24 set4_5 4 6 6 24
set2_6 4 7 4 28 set4_6 4 7 6 28
set2_7 4 8 4 32 set4_7 4 8 6 32

works included the choice of the logic to be redacted to properly fit
onto an eFPGA which respects overhead constraints.

HLock [14] is a framework to apply eFPGA redaction during HLS.
This flow automatically identifies the security relevant parts of the
design from an IP perspective. It works by taking two high-level
descriptions of the same design, one with a standard implementa-
tion (𝐻𝐷𝐿𝑘𝑛𝑜𝑤𝑛) and the other with an improved implementation
(𝐻𝐷𝐿𝑛𝑒𝑤 ). The claim is that the difference between these two de-
signs is the security relevant logic from an IP perspective. The
framework synthesizes the two design with HLS and proceed by
extracting the Data Flow Graph (DFG) of 𝐻𝐷𝐿𝑘𝑛𝑜𝑤𝑛 and 𝐻𝐷𝐿𝑛𝑒𝑤 .
It then finds the maximum subgraph in common between the two
DFGs. The logic corresponding to this subgraph is considered as
not security relevant as it is available in known implementations.
The remaining logic is considered security relevant and is mapped
onto an FPGA. The framework was not evaluated with an actual
eFPGA, but instead traditional, off-the-shelf FPGAs are used for
redaction. One major limitation of this work is that it requires
two different implementations of the same design to identify the
security-relevant parts. This situation is however uncommon for
new IC designs.

ALICE [38] proposes an end-to-end flow to analyze a single
design at RTL and identify which modules affect selected outputs.
These modules are candidates for eFPGA redaction. ALICE includes
also a cluster and pruning step to place more independent modules
onto the same eFPGA and to eliminate unfeasible implementations
(e.g., modules that require more I/O pins that the ones allowed by
the designer). This approach also performs an automatic integration
of the eFPGA fabric (generated with OpenFPGA) and the rest of
the chip. the major limitation is that the eFPGA parameters (and
so the security level of the eFPGA) are given and not co-explored
with the modules to be redacted.

In conclusion, all approaches focus on specific aspects of the
eFPGA redaction problem, while an holistic approach that optimizes
both security and EDA aspects is still missing.

5 A RED-BLUE TEAM EXERCISE: LESSONS
5.1 Scenario
To encourage more engagement and scrutiny of eFPGA redaction,
the CSAW 2021 Logic Locking Conquest [24] provided the oppor-
tunity for a Red-Blue team exercise. Red teams were given a set of

modules redacted in eFPGA fabrics and were asked to recover the
original functionality under the oracle-guided attack model. The
redacted design (a simple adder) was kept common and the different
fabrics varied in terms of LUT number and sizes in the CLBs. The
competition was divided into two phases, the first one spanning
from August to October and the second one lasting two weeks from
the second half of October to the early November. In the second
phase, additional, more complicated fabrics were provided to the
red teams. Table 2 reports the fabric characteristics of each design.
The table reports the size of the fabric along with the number of
LUTs and other configurable blocks.

Proposed attack approaches ranged from applying existing SAT
techniques and through to interesting variations or completely
new attacks to retrieve the correct bitstream. We now discuss our
observations of the attacks proposed by the participants.

5.2 Experiences
One team came up with an interesting new functional recovery
attack exploiting some knowledge on the distribution of the Primary
Implicants (PI) in the Primary Implicants Table (PIT). They noted
that in many circuits, including the redacted one, the PI are close
together in the PIT. They exploited this by first finding a PI by
performing a set of queries and then searching for PIs close-by.
Once all PIs are identified they can synthetize the functionality for
the eFPGA architecture at hand and obtain a working bitstream
They implemented the attack and showed an average accuracy
greater than 99%.

Another team came up with a different approach, based on the
idea that the eFPGA is a universal circuit and can be substituted
with a simpler but equivalent universal circuit to recover functional-
ity. The first step of their attack was to identify the “logic capacity”
of the eFPGA fabric and create a simple universal circuit with the
same capacity. Then they launched a SAT attack on the generated
circuit and once the functionality is retrieved they can resynthesize
it for the architecture of the eFPGA obtaining the unlocking bit-
stream. The team implemented the attack which was only partially
successful due to some fabrics being big enough to make the attack
fall into a brute force attack.

Some teams tried existing SAT attacks and proposed variations
to circumvent the challenges in applying SAT attacks to eFPGA
fabrics. The main problem when applying SAT attacks to eFPGA
fabrics is the presence of combinational cycles introduced by the
reconfigurable routing network. In some instances these cycles
can be resolved by adding constraints to brake the loops (CycSAT)
and SAT attacks can be performed. When the eFPGA fabrics often
present some intertwined loops that are hard to break and lead to
exponential complexity.

Other teams tried existing publicly available implementations
of SAT attacks and were able to break only a limited number of
designs. This was due to the lack of out-of-the-box support for
the combinational loops present in the eFPGA fabrics. One team
tried to modify the SAT attack in an incremental manner to break
portions of the design at a time, but the technique did not prove
effective.
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5.3 Lessons Learned
The big obstacle in breaking eFPGA fabrics proved to be the pres-
ence of hard cycles. In fact the most successful teams were the ones
that managed to circumvent the hard cycles by focusing on the
functionality itself. Even though these attacks have a more lim-
ited scope (require knowledge on the PI distribution) it highlights
how “just making the fabric more complex” could not be the solu-
tions to all problems. Oracle-less attacks were not successful in the
competition as the red teams were provided with only the eFPGA
fabric without the surrounding logic of the final IC. Some teams
rightfully speculated that when integrated in a bigger design some
information about the surroundings could allow further leverage
for attacks, so this is open for future exploration. Results showed
that almost all finalists were able to break the bitstreams of the
first phase designs, while the second phase designs, which included
more hard cycles, were only partially retrieved from the first team.
This indicates that the presence of hard cycles drastically increases
the attack complexity in accordance with the findings in [10].

6 OPPORTUNITIES
An interesting research direction that remains open is the multi-
objective optimization to explore different combinations of fabric
parameters and number of redacted modules. In general the more
secure eFPGA fabric parameters introduce higher overheads. If we
put ourselves in the perspective of a hardware designer, we may
be willing to spend up to a pre-fixed overhead to secure our IP. In
this scenario we may be face a situation where we could have a
very strong fabric that allows us to redact a small portion of logic,
or some weaker fabric that allows us to redact a bigger portion
of logic. Design space exploration could help us in this scenario
by identifying a sweet spot between fabric parameters and logic
capabilities.

The novel attacks (see Section 5.2) proposed by red teams at
CSAW Locig Locking Conquest in 2021 showed interesting takes
on new eFPGA-specific attacks and we expect to see further achieve-
ments from the respective research groups. It was also shown that
there might be a space for SAT-based attacks but the problem of
hard cycles would need to be resolved. The space for oracle-less
attacks is also still open even though the challenge complexities
raise drastically. As eFPGA redaction removes all the information
of the redacted logic from the design, oracle less attacks need to
rely on the sorrunding logic and on the logic capacity of the eFPGA
fabric. Guidelines on how not to leak information when using eF-
PGA redaction for a provably secure scheme at least in the oracle
less threat model would be very precious for the community.

It has been shown that the fabric structure affects the resilience
towards oracle guided attacks, though many architectural choices
remain unexplored. With the rise of FABulous it would be interest-
ing to evaluate its use for eFPGA redaction and what architectural
choices can improve the security.

7 CONCLUSIONS
This paper discusses the recent trend for hardware IP protection
that involves reconfigurable devices to hide critical parts of a design.
This approach, called eFPGA redaction, can be considered a natural
evolution of logic locking. We discuss the common challenges for

this problem, including the selection of the (e)FPGA provider, the
potential customization of the reconfigurable fabric, and the secu-
rity/EDA implications. We also discussed an experience, the CSAW
2021 logic locking contest, where groups were requested to break
eFPGA redacted modules.
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